





DIAGNOSE, a Routine to Debug FORTRAN Programs
J. A. Thompson
June 25, 1965

The amount of time spent in debugging a program often
exceeds that spent in designing and coding. Errors wﬁich oceur
during the execution of the program and which de not immediately
halt the execution are especially hard to find. Three of the most
common of these errors occur when the programmer uses:

1) erroneous subscripts,

2) wvariables which have not had values assigned to them,

3) erroneous do-loop parameters.

A program, DIAGNOSE, is designed to detect these errors.

If one of the three types of errors occurs during execution
of the program the execution is halted, an error message is written
on the standard output unit, and the error return is taken for
dumping purposes. The error message consists of statement number
identification, variable name, and the type of error. Statement
identification is of the form STATEMENT N + n, where "N" is a state~
ment number from the Fortran-63 program and. "n" is a relative count
forward from this statement. This identification is consistent with
Fortran-63 diagnostics except that the first statement of a progrem,
if unnumbered, is considered to be STATEMENT O + 1. Further identifi-
cation is éiven in the form STATEMENT IS IN NAME where NAME is ﬁhe

name of a program, subroutine, or function.
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The following paragraphs explain what conditions are
considered as errors and what variable and error information will be

written on the standard output unit.

Erroneous Subscripts

Before any operation is performed with a subscripted variable
(exce;bt input/o‘utput operations) the diménsions and subscripts are
checked to see if they are undefined, less than or equai to zero, or
greater than 32,767. Any one of these conditions is considered an
error and one of the following messages is written.

1) SUBSCRIPT NO. n IS UNDEFINED ON NAME

2) DIMENSIfN NO. n IS UNDEFINED ON NAME

3) SUBSCRIPT NO. n IS .LE. ZERO on NAME

4) DIMENSION NO. n IS .LE. ZERO ON NAME

5) SUBSCRIPT NO. n IS TOO LARGE ON NAME

6) DIMENSION NO. n IS TOO LARGE ON NAME
vhere NAME is the name of the subscripted variable and "n" is the
position of the subscript.

Examples:

1)  PROGRAM XAMPLEL

DIMENSION X(50), ¥(50)

DO 1 I=1,50
J=1=1
X(J) = 0.

1 Y(J) = 0.

END
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The execution of the above program uﬁder DIAGNOSE would cguse the
following message to be written on the standard output unit:
STATEMENT O + 5, SUBSCRIPT NO. 1 is .LE. ZERO ON X
STATEMENT IS IN XAMPLEL
2)  PROGRAM XAMPLE2
COMMON X(50),Y(50),I
I‘ = 10 |
CALL SUBL(X,N)
END
SUBROUTINE SUBL(A,N)
COMMON X(50),Y(50),I
DIMENSION A(N)
A(I) = 3.14
END
The above program would result in the following message:
STATEMENT O + 3, DIMENSION NO. 1 IS UNDEFINED ON A
STATEPENT IS IN SUBL
After the dimensions and subscripts are individually checked
the computed suﬁscrip‘c is checked against the product of the dimensions.
If an error exists thé following mes‘sage is written:
SUBSCRIPT ON NAME EXCEEDS DIMENSIONS
Exa,mp_le: o
PROGRAM XAMPLE?
DIMENSION X(10,2,4)
DO 1 I = 1,100
1 X(I) =0 |

END



The following message would be written:
STATEMENT 1 + O, SUBSCRIPT ON X EXCEEDS DIMENSIONS

STATEMENT IS IN XAMPLE?

Trying to Use Varisbles Which Have Not Had Values Assigned to Them

DIAGNOSE checks the value of any variable which is involved
in an arithmetic, masking, or logical operation not within a subscript.
The values of replacement variables (variables on the left hand side
of a replacement symbol), varisbles which are actual parameters of
call statements, and variables which stand alone on the right hand
side of a replacement symbol are not checked.

Examples

Let FUNCTN be & Fortran function; let SUBRTINE be a Fortran
subroutine; let X,Y, and Z be in dimension statements; let A,B,C,I,J,M,
and N be simple variables:

1) A = B*C-FUNCTN(M,N)

The values of B and C are checked.
2) X(I,J) = A¥B+FUNCIN(M,I*J/N)
The subscript of X is checked.
The values of A,B,I,J, and N are checked.
3)  X(I,A+STNF(Y{I,7))) = A |
The subscript of X is checked;

LY B =¥(1,J) - A*SINF(X(I,J))

The subscripts of Y and X are checked.

The values of Y(I,J) and A are checked.



5) IF(N-M) 1,2,3 (1,2 and 3 are statement numbers)
The values of N and M are checked
6) CALL SUBRTINE(X(I,J),A,B,Y(I,)-1.)
The Subscripts of X and Y are checked.
The value of Y(I,J) is checked.
If 1t is determined that the varieble being checked has not
had a value assigned to it the following message is written:
__N_Al\;__m IS UNDEFINED
Exﬁmple:
PROGRAM XAMPLEL
READ 1,A,B
1 FORMAT( 5Fio.7) |
ROOTL = (-B + SQRTF(B*B-L.*a%C))/(2.%A)
END : :
The execution of‘this program would cause the following message to be
printed:
STATEMENT 1 + 1,C IS UNDEFINED

STATEMENT IS IN XAMPLEM

Erroneous Do»loop‘Parameters

Before the execution of any do-loop each nonconstant parameter
is checked to see if it i1s undefined, negative, or greater than 32,767,
If such is the case one of the following messages will be written:

1) NAME IS UNDEFINED

2) NAME IS NEGATIVE

3) NAME IS TOO LARGE
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Exafuple:
PROGRAM XAMPLES

DIMENSION X(50),Y(50)

DOLI=L1,N
x(1) = 0O.
1 Y(I) =o0.

The following message would be written:
STATEMENT O + 3, N IS UNDEFINED

STATEMENT IS IN XAMPLED

Operation of DIAGNOSE

The-input for DIAGNOSE consists of Fortran-63 source decks,
binary decks, and data. Into each source deck DIAGNOSE inserts calls
to certain library subroutines thus producing a new Fortran-63 program.
These call statements will not in any way affect the logical flow of
the program and the results up to the point at which the error occurs
will remain the same.

After the new programs are produced they are compiled and
loaded into memory along with the binary decks included as part of
the input. Control is then turned over to these programs to operate
on any data included in the input.

DIAGNOSE makes two passes at each source program. The first
pass coﬁpiles four lists and outputs part of the original program along
with other information on a scratch tape. The four lists are:

1) arrays and their dimensions (VARLIST)

2) all statement numbers (IDLIST)
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3) terminal statement number of do loops (DOLIST)

4) statement numbers of replacement and call statements
(REPLIST)

Ihe second pass analyzes do statements, replacement statements,
call statements, and if statements. For each statement of these types
DIAGNOSE may insert’call statements to two or more of the following
library subrouﬁines: QQQBUGL,QQQBUG2,QQQBUG3, and QQQBUGL. QQQBUGL
handles identification of the statement being checked, QQQBUGZ2 checks
subscripts, QQQBUG3 checks to see if & value has been assigned to a
particular variable,‘and QQQBUGE checks the variable parameters of a
do-loop. The second pass also adjusts statement numbers so that the
flow of the user's program remains the same.

A more detalled presentation of the workingé of DIAGNOSE
may be found in the flow éhérts following the text. Listings of the
complete program are available from the author; The program decks

are available from the program librarian, R. B. Bullock.

Submitting a Job to DIAGNOSE
| DIAGNOSE may be used in conjunction with the GLORIOUS debugging
feature (see ORCID Memo No. 26). When an error is detected the current
values of the program variables are dumped.
Caution: If the GLORIOUS debugging feature is called for,
tape number 57 is not available to the user.
The following is the necessary ordering of decks submitted

10 be run under DIAGNOSE:
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1) ACOOP Card. The debugging package uses logical unit
numbers 48 and 49 as scratch tape during the first part of its
operation. The user will have access to these tapes, but only as
scratch or output tapes. Forty-eight and forty-nine must‘be defined
as scratch’tapes on the ACOOP card, The G dump option should be
selected. Other tapes and other dump options may be selected as the
user desires.

2) DIAGNOSE

3) Fortran-63 Source Decks. Not all subroutines, etc., of
a program have to be run under the debugging package. Only those to
e checked by DIAGNOSE should be submitted as Fortran-63 source decks.

4) PFINIS Card. A card with the word FINIS starting in
column 10 must appear following the END card of the last Fortran-63
source deck. |

5) Binary Decks. These include subroutines, etc., which
the user does no£ want checked by DIAGNOSE. They must include
QQQBUGL.

6) ACard

7) Data

The above ordering is the same as for a regular compilation~
execution except that no AFTN and AEXECUTE card is included and a

FINIS card must be included.

Further Notes on Diagnose

The intermediate programs produced by DIAGNOSE will require

approximately twenty per cent more memory than the original program.
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The running times will be on the order of twice as long as that of
the original program. For these reasons the debugging package should
not be used until trouble actually develops. Further DIAGNOSE expects
a compilable Fortran-63 program s0 that all syntax errors must be
corrected before submitting the problem.

If the user can make an educated guess as to which specific
subroutine or group of subroutines is causing the problem he should
submit this group as Fortran-63 source decks, and the rest of the
program aé binary decks. This will cut down on the additional storage

and running time needed by DIAGNOSE.
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